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# HIBERNATE

**Hibernate** – этоJPA-провайдер, которыйреализует (JavaPersistenceAPI)ирасширяет!(Hibernate Native API - HNA) интерфейс JPA.
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Рисунок 1.1Структура приложения, использующего Hibernate.

**Примечание**: для того, чтобы иметь возможность впоследствии безболезненно сменить JPA-провайдера, необходимо использовать только JPA (без HNA).
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Рисунок 1.2 Структура приложения, использующего Hibernate.

На рисунке выше желтым цветом отмечены классы и интерфейсы, относящиеся к JPA,серым – классы и интерфейсы, относящиеся к HNA.

**SessionFactory** – потокобезопасное (неизменяемое) представление мапинга доменной модели приложения на базу данных. Является фабрикой для создания объектов org.hibernate.Session. EntityManagerFactory – это JPA эквивалент SessionFactory.У под капотомSessionFactory (не точно).

SessionFactory требует много ресурсов при создании, поэтому в приложении должен быть инстанциирован только один экземпляр этого класса.

SessionFactory поддерживает сервисы, которые Hibernate использует сквозь все Sessions:

* Second level cashes;
* Connection pools;
* Transaction system integrations.

**Session** – однопоточный короткоживущий объект (“Unitofwork”). EntityManager – это JPA эквивалент Session. Session по сути является обверткой над java.sql.Connection и действует как фабрика для создания объектов типа org.hibernate.Transaction.

С каждым объектом сессии ассоциируется “Repeatable read” persistence context (First level cash). [http://learningviacode.blogspot.com/2012/02/first-level-cache-and-repeatable-reads.html - краткое введение](http://learningviacode.blogspot.com/2012/02/first-level-cache-and-repeatable-reads.html%20-%20краткое%20введение). (Т.е. в рамках одной сессии для конкретного Entity результат запроса будет возвращать один и тот же объект (?)).

**Transaction** – однопоточный короткоживущий объект, используемый приложением для разграничения индивидуальных физических границ транзакций (EntityTransaction – JPA эквивалент). Оба класса действуют как абстрактный API для изолирования приложения от underlyingtransactionsysteminuse (JDBCorJTA - https://laliluna.com/jpa-hibernate-guide/ch13s02.html).

# MAPPING TYPES

Hibernatetype не является ни Java типом, ни SQL типом. Hibernatetype предоставляет информацию о том, как отобразить Javatype на SQLtype, икак сохранить/извлечь Javatype в базу/из базы.

В широком смысле Hibernate разделяет типы на две группы:

1. Value types. (Relate to properties of persistence classes).
2. Entity types. (Relate to persistence classes).

Valuetypes в свою очередь делятся на:

1. Basic types.
2. Embeddable types.
3. Collection types.

# VALUE TYPES (BASIC)

Basic value types usually map a single database column, to a single, non-aggregated Java type. Internally Hibernate uses a registry of basic types when it needs to resolve a specific org.hibernate.type.Type.

| **Hibernate type (org.hibernate.type package)** | **JDBC type**  **(general SQL)** | **Javatype** | **BasicTypeRegistrykey(s)** |
| --- | --- | --- | --- |
| StringType | VARCHAR | java.lang.String | string, java.lang.String |
| MaterializedClob | CLOB | java.lang.String | materialized\_clob |
| TextType | LONGVARCHAR | java.lang.String | text |
| CharacterType | CHAR | char, java.lang.Character | character, char, java.lang.Character |
| BooleanType | BOOLEAN | boolean, java.lang.Boolean | boolean, java.lang.Boolean |
| NumericBooleanType | INTEGER, 0 is false, 1 is true | boolean, java.lang.Boolean | numeric\_boolean |
| YesNoType | CHAR, 'N'/'n' is false, 'Y'/'y' is true. The uppercase value is written to the database. | boolean, java.lang.Boolean | yes\_no |
| TrueFalseType | CHAR, 'F'/'f' is false, 'T'/'t' is true. The uppercase value is written to the database. | boolean, java.lang.Boolean | true\_false |
| ByteType | TINYINT | byte, java.lang.Byte | byte, java.lang.Byte |
| **…** | **…** | **…** | **…** |

Аннотация **@basic** определяет базовые типы, и так как она является аннотацией по умолчанию, то определять ее для базовых типов не нужно.**The@Basicannotationonafieldorapropertysignifiesthatit'sabasictypeandHibernateshouldusethestandardmappingforitspersistence.**

**ЗавыборподходящегоHibernate-типаотвечает**org.hibernate.type.BasicTypeRegistry**, которыйпозволяет регистрировать новые пользовательские типы, и переопределять существующие.**

Явно задать тип можно с помощью аннотации org.hibernate.annotations.Type:

@org.hibernate.annotations.Type( type = "nstring" )

privateStringname;

которая в качестве атрибута может использовать:

1. Fully qualified name of any org.hibernate.type.Type implementation.
2. Any key registered with BasicTypeRegistry.
3. The name of any known *type definitions.*

Список классов, которые по спецификации JPAотносятся к базовым:

* Java primitive types (boolean, int, etc);
* wrappers for the primitive types (java.lang.Boolean, java.lang.Integer, etc);
* java.lang.String;
* java.math.BigInteger;
* java.math.BigDecimal;
* java.util.Date;
* java.util.Calendar;
* java.sql.Date;
* java.sql.Time;
* java.sql.Timestamp;
* byte[] or Byte[];
* char[] or Character[];
* enums;
* any other type that implements Serializable (JPA’s "support" for Serializable types is to directly serialize their state to the database).

Атрибутыаннотации@Basic:

**optional** - boolean (defaults to true)

Defines whether this attribute allows nulls. JPA defines this as "a hint", which essentially means that its effect is specifically required. As long as the type is not primitive, Hibernate takes this to mean that the underlying column should be NULLABLE.

**fetch** - FetchType (defaults to EAGER)

Defines whether this attribute should be fetched eagerly or lazily. JPA says that EAGER is a requirement to the provider (Hibernate) that the value should be fetched when the owner is fetched, while LAZY is merely a hint that the value is fetched when the attribute is accessed. Hibernate ignores this setting for basic types unless you are using bytecode enhancement.

Создать собственный hibernateтип можно двумя способами:

* Implementing a BasicType and registering it;
* Implementing a UserType, which doesn’t require type registration.

Использовать пользовательский базовый тип можно через аннотацию org.hibernate.annotations.Type с указанием полного имени. Также можно зарегистрировать новый созданный тип, что не потребует указания полного имени. Дополнительно класс можно аннотировать:

@TypeDef(

name = "bitset",

defaultForType = BitSet.class,

typeClass = BitSetType.class

)

В этом случае регистрация так же не требуется.

Способы регистрации: …

Примечание: можно создавать типы, которые, например, будут сохранять одно поле в несколько колонок(<https://www.baeldung.com/hibernate-custom-types>).

# MAPPING ENUMS

Hibernate позволяет отображать Enum-тип в качестве базового. Для этого используется аннотация @Enumeratedс параметром EnumType.ORDINAL или EnumType.STRING. В первом случае поле будет сохранено как число, во втором как строка.

Можно также замапить Enumс помощью пользовательского типа (customtypes).

# ATTRIBUTE CONVERTOR

Attributeconventerпозволяет преобразовывать сохраняемое/извлекаемое значение. Например, еслиунасестьenumGender (MALE, FEMALE), товбазуможносохранять “F” и “M”соответственно.(JPA compatibility: JPA explicitly disallows the use of an AttributeConverter with an attribute marked as @Enumerated.)

The AttributeConverter entity property can be usedas a query parameter (<https://docs.jboss.org/hibernate/orm/5.4/userguide/html_single/Hibernate_User_Guide.html#basic-enums>).

AttributeConverterможет быть использован и при HBMмаппинге.

# MAPPING LARGE OBJECTS (LOB)

Для мапингаLOBможно использовать:

1. JDBC locator types.
2. Typesthat materializing the LOB data.

Materialized deals with the entire LOB contents in memory, whereas LOB locators (in theory) allow streaming parts of the LOB contents into memory as needed. A LOB locator is only portably valid during the duration of the transaction in which it was obtained.

The JDBC LOB locator types include (The JPA specification doesn’t define LOB locators):

* java.sql.Blob
* java.sql.Clob
* java.sql.NClob

Mapping materialized forms of these LOB values would use more familiar Java types such as

* String
* char[]
* byte[]
* etc.

Addition read - <https://www.youtube.com/watch?v=uZXfZZ59cjU>

# MAPPING NATIONALIZED CHARACTER DATA

JDBC4 поддерживает работу с национализированными символьными данными. Дляэтогоиспользуетсяаннотация@Nationalized.

If you application and database are entirely nationalized you may instead want to enable nationalized character data as the default. You can do this via the hibernate.use\_nationalized\_character\_data setting or by calling MetadataBuilder#enableGlobalNationalizedCharacterDataSupport during bootstrap.

# MAPPING UUID VALUES

…

# MAPPING DATA/TIME VALUES

Для мапинга даты можно использховать:

1. Классыдатыивремениизпакетаjava.sql.\*.
2. Классыдатыивремениизпакетаjava.util.\* (Date и Calendar).
3. Java 8 Data/Time.

SQLстандартопределяеттритипаDate/Time:

1. **DATE** - Represents a calendar date by storing years, months and days. The JDBC equivalent is java.sql.Date.
2. **TIME** - Represents the time of a day and it stores hours, minutes and seconds. The JDBC equivalent is java.sql.Time.
3. **TIMESTAMP** - It stores both a DATE and a TIME plus nanoseconds. The JDBC equivalent is java.sql.Timestamp.

Классы**java.util.Date**и**java.util.Calendar**неимеютоднозначногосоответствияsql-типамбазыданых, апоэтомудолжныспецифициоватьсядополнительнойаннотацией**@Temporal**суказаниемтипавпараметре:

* TemporalType.DATE;
* TemporalType.TIME;
* TemporalType.TIMESTAMP.

Классы из пакета java.time (Java8), которые моут быть использованы:

1. **DATE**- java.time.LocalDate.
2. **TIME**- java.time.LocalTime, java.time.OffsetTime.
3. **TIMESTAMP**- java.time.Instant, java.time.LocalDateTime, java.time.OffsetDateTime and java.time.ZonedDateTime.

Настройки временной зоны можно установить с помощью настроек, на уровне session или SessionFactory.

# VALUE TYPES (EMBEDDABLE)

Embeddabletypes или componentsподдерживаютконцепциюсоставныхзначений. В javaмодели классов может быть класс, который кроме обычных полей может состоять из других классов (embeddable). Эти embeddable классы мапятся в ту же таблицу, что и основной класс.

JPA defines two terms for working with an embeddable type: @Embeddable and @Embedded.

* @Embeddable is used to describe the mapping type itself (e.g. Publisher).
* @Embedded is for referencing a given embeddable type (e.g. book#publisher).

Использование нескольких embeddable классов одного и того же типа в классе допустимо, но в этом случае необходимо разрешить конфликты имен.

Это можно сделать:

* (Явно) использую аннотации [@AttributeOverride](http://docs.oracle.com/javaee/7/api/javax/persistence/AttributeOverride.html)and[@AssociationOverride](http://docs.oracle.com/javaee/7/api/javax/persistence/AssociationOverride.html)
* (Неявно) Использовать ImplicitNamingStrategy со значением *component-path.* (ImplicitNamingStrategy не поддерживается спецификацией JPA).

# ENTITY TYPES

Требования JPA-спецификации к entityclass:

1. Класс должен быть обозначен аннотацией @javax.persistnce.Entity или описан в xml-файле.
2. Класс должен иметь public или protectedno-argument конструктор. Дополнительные конструкторы разрешены.
3. Класс должен быть top-levelclass.
4. Интерфейс или enum не может быть entity классом.
5. Класс не должен быть final. Класс не должен иметь final methods или persistent instance variables.
6. If an entity instance is to be used remotely as a detached object, the entity class must implement the Serializable interface.
7. Both abstract and concrete classes can be entities. Entities may extend non-entity classes as well as entity classes, and non-entity classes may extend entity classes.
8. The persistent state of an entity is represented by instance variables, which may correspond to JavaBean-style properties. An instance variable must be directly accessed only from within the methods of the entity by the entity instance itself. The state of the entity is available to clients only through the entity’s accessor methods (getter/setter methods) or other business methods.

Однако, Hibernateне требует жестко следовать спецификации JPA:

1. Entityклассможетиметьno-argumentconstructor, которыйможетиметьpublic, protectedилиpackageвидимость. Допускаются дополнительные конструкторы.
2. Entityкласс не обязательно должен бытьtop-levelкласс.
3. Технически, Hibernate может persist final классыиликлассысfinal persistent state accessor (getter/setter) методами. However, it is generally not a good idea as doing so will stop Hibernate from being able to generate proxies for lazy-loading the entity.
4. Hibernate does not restrict the application developer from exposing instance variables and reference them from outside the entity class itself. The validity of such a paradigm, however, is debatable at best.

The main piece in mapping the entity is the javax.persistence.Entity annotation. Аннотация@Entityопределяеттолькоодинаттрибутname,которыйдает конкретной Entityимя, которое будет использовано в JPQLзапросах. Поумолчанию, имяentityпредставляетизсебяимясамогоклассаentity.

Anentitymodelsadatabasetable. The identifier uniquely identifies each row in that table. By default, the name of the table is assumed to be the same as the name of the entity. To explicitly give the name of the table or to specify other information about the table, we would use the javax.persistence.Table annotation.

# Implementing equals() and hashCode()

Hibernate guarantees equivalence of persistent identity (database row) and Java identity inside a particular session scope. Therefore, if we ask a Hibernate Session to load that specific Person multiple times we will actually get back the same *instance*:

Book book1 = entityManager.find(Book.class, 1L);

Book book2 = entityManager.find(Book.class, 1L);

book1 == book2;// true

Если book1 и book2 получены в разных сессиях, то будет возвращено два разных объекта.

book1 == book2;// false

# Mapping the entity to a SQL query

Hibernate позволяет мапить entityкласс на подзапрос с помощью аннотации @SubSelect. Таблица в базе данных в этом случае не нужна.

# Definea custom entity proxy

Hibernate позволяет использовать механизм прокси для finalклассов с помощью аннотации @Proxy(proxyClass = SomeProxyClass.class).

Так же можно создавать динамические entityproxy:

It is possible to map your entities as dynamic proxies using the [@Tuplizer](https://docs.jboss.org/hibernate/orm/5.3/javadocs/org/hibernate/annotations/Tuplizer.html) annotation.

# Define a custom entity persister

Hibernate позволяет создавать свои реализации классов, которые будут сохранять Entitiesи Collections в БД.

@Entity

@Persister(impl = EntityPersister.class)

public class Author {

@OneToMany(mappedBy = "author")

@Persister(impl = CollectionPersister.class)

public Set<Book> books = new HashSet<>();

# Access strategies

Hibernateподдерживает две стратеги доступа к атрибутам Entity:

1. Fieldbased (Прямой доступ к атрибуту через ReflectionAPI).
2. Property based (ДоступкатрибутамчерезихGetters and setters).

Если стратегия явно не указана через аннотацию @Access, то на будет неявно определяться по тому, где расположена аннотация @id- на атрибуте или свойстве (gettermethod).

Embeddableтипынаследуют стратегию доступа от своих родительскихentities (Но можно изменить).

Рекомендуется использовать fieldbasedstrategy(<https://www.youtube.com/watch?v=3RGw86dQnBE>).

# Identifiers

Идентификаторы (identifiers)могутбыть:

* simple (single value);
* composite (multiple values).

# Simple identifiers

СпецификацияJPAподдерживает следующие типы, которые могут выступать в качестве идентификаторов:

* any Java primitive type
* any primitive wrapper type
* java.lang.String
* java.util.Date (TemporalType#DATE)
* java.sql.Date
* java.math.BigDecimal
* java.math.BigInteger

# Compositeidentifiers

Требования спецификации Hibernateк составному идентификатору:

* Составной идентификатор должен быть представлен как "primarykeyclass" (PKC). Определить такой класс можно с помощью аннотаций:

1. javax.persistence.EmbeddedId (see [Composite identifiers with @EmbeddedId](https://docs.jboss.org/hibernate/orm/current/userguide/html_single/Hibernate_User_Guide.html#identifiers-composite-aggregated)).
2. javax.persistence.IdClass (see [Composite identifiers with @IdClass](https://docs.jboss.org/hibernate/orm/current/userguide/html_single/Hibernate_User_Guide.html#identifiers-composite-nonaggregated)).

* PKCдолжен быть**public**и иметь**public**конструктор без аргументов.
* PKCдолженбыть**serializable**.
* PKCдолженопределятьметоды**equals**и**hashCode**, consistent with equality for the underlying database types to which the primary key is mapped.

Атрибуты, входящие в состав PKC могут быть:

1. Basic.
2. Composite.
3. ManyToOne.

# Derivedidentifiers

Спецификация JPA 2.0 добавляетподдержкудля derived identifiers которыепозволяют an entity заимствовать identifier from a many-to-one или one-to-one association.

Сделать это можно через использование аннотаций:

* @MapsId;
* @PrimaryKeyJoinColumn

# @RowId

If you annotate a given entity with the @RowId annotation and the underlying database supports fetching a record by ROWID (e.g. Oracle), then Hibernate can use the ROWID pseudo-column for CRUD operations.

# Generated identifier values

Дляуказания того, что идентификатор будет генерироваться, используется аннотация javax.persistence.GeneratedValue. Наиболееважнаячастьинформацииуказываетсяв атрибуте strategy(возможные значения указываются с помощью enumjavax.persistence.GenerationType), которая определяет способ генерации идентификатора.

Перечисление javax.persistence.GenerationTypeвключает:

1. **AUTO (thedefault)**–указывает, чтоpersistenceprovider (Hibernate) долженвыбратьподходящуюстратегию.
2. **IDENTITY**–указывает, чтоdatabaseIDENTITYcolumnsбудутиспользованыдлягенерации значения первичного ключа.
3. **SEQUENCE**–указывает, чтоdatabasesequenceдолжнабытьиспользованадляполучения значения первичного ключа.
4. **TABLE**–указывает, что таблица базыданных должна быть использована для получения значения первичного ключа.

# Identity generation type

Hibernate will not be able to JDBC batching for inserts of the entities that use IDENTITY generation.

# Sequence generation type

Некоторые базы не поддерживают sequences(MySQL), но вместо этого они могут использовать таблицу в качестве sequence.

# Optimizers

Optimizersопределяют то, насколько часто Hibernateбудет обращаться к базе данных, для того чтобы сгенерировать необходимые идентификаторы.

Возможные optimizers:

* **NONE** - no optimization is performed.
* **POOLED-LO** - the pooled-lo optimizer works on the principle that the increment-value is encoded into the database table/sequence structure. In sequence-terms, this means that the sequence is defined with a greater-than-1 increment size.
* **POOLED** - just like pooled-lo, except that here the value from the table/sequence is interpreted as the high end of the value pool.
* **HILO; LEGACY-HILO** - Define a custom algorithm for generating pools of values based on a single value from a table or sequence. These optimizers are not recommended for use.

# @GenericGenerator

@GenericGenerator allows integration of any Hibernate org.hibernate.id.IdentifierGenerator implementation, including any of the specific ones discussed here and any custom ones.

@Id

@GeneratedValue(

strategy = GenerationType.SEQUENCE,

generator = "product\_generator"

)

@GenericGenerator(

name = "product\_generator",

strategy = "org.hibernate.id.enhanced.SequenceStyleGenerator",

parameters = {

@Parameter(name = "sequence\_name", value = "product\_sequence"),

@Parameter(name = "initial\_value", value = "1"),

@Parameter(name = "increment\_size", value = "3"),

@Parameter(name = "optimizer", value = "pooled-lo")

}

)

private Long id;

# GENERATEDPROPERTIES

**@Generated**

Генерируемые свойства (Generatedproperties)это свойства, значения которых сгенерированы базой данных. Свойства, помеченные как generatedдополнительно должнв бытьnon-insertableиnon-updateable. Только типы@Versionи@Basicмогут быть помечены какgenerated.

Чтобы пометить поле как генерируемое следует использовать специфическую Hibernateаннотацию@Generated(org.hibernate.annotations.Generated), которая принимает в качестве аргумента “Value” enum “GenerationTime”:

1. **GenerationTime.NEVER (the default)** -the given property value is not generated within the database.
2. **GenerationTime.INSERT** - the given property value is generated on insert but is not regenerated on subsequent updates. Properties like creationTimestamp fall into this category.
3. **GenerationTime.ALWAYS** - the property value is generated both on insert and update.

**@GeneratorType**:

The [@GeneratorType](https://docs.jboss.org/hibernate/orm/5.3/javadocs/org/hibernate/annotations/GeneratorType.html) annotation is used so that you can provide a custom generator to set the value of the currently annotated property.

**@CreationTimestamp:**

The @CreationTimestamp annotation instructs Hibernate to set the annotated entity attribute with the current timestamp value of the JVM when the entity is being persisted.

The supported property types are:

* java.util.Date
* java.util.Calendar
* java.sql.Date
* java.sql.Time
* java.sql.Timestamp

**@UpdateTimestamp:**

The @UpdateTimestamp annotation instructs Hibernate to set the annotated entity attribute with the current timestamp value of the JVM when the entity is being persisted.

The supported property types are:

* java.util.Date
* java.util.Calendar
* java.sql.Date
* java.sql.Time
* java.sql.Timestamp

**@ValueGenerationType** meta-annotation

Позволяет генерировать значение как на стороне базы данных, так и по аналогии с аннотацией **@GeneratorType**.

# COLUMN TRANSFORMERS: READ AND WRITE EXPRESSIONS

Позволяет модифицировать значение при его записи и чтении.

@Column(name = "pswd")

@ColumnTransformer(

read = "decrypt('AES', '00', pswd)",

write = "encrypt('AES', '00', ?)"

)

private String password;

You can use the plural form @ColumnTransformers if more than one columns need to define either of these rules.

# NAMINGSTRATEGIES

Двухэтапный маппинг:

1. Определение логического имени (Через явное указание имени или неявное определение через ImplicitNamingStrategy).
2. Определение физического имени на основании логического имени через PhysicalNamingStrategy.

В JPA-спецификации логическое имя и физическое имя – это одно и тоже. Соответственно, чтобы придерживаться JPA – в приложении не должна задаваться PhysicalNamingStrategy. Также для соответствия JPA необходимо придерживаться ImplicitNamingStrategyJpaCompliantImpl (the default) для определения неявных имен.

Когда в приложении явно не задается имя таблицы или атрибута (поля), то используется одна из реализаций ImplicitNamingStrategy.Hibernate имеет несколько готовых реализаций, но можно создавать и пользовательские.
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Рисунок 6.1 Имплементации интерфейса ImplicitNamingStrategy

Способы задания ImplicitNamingStrategy:

1. Черезсвойствоконфигурацииhibernate.implicit\_naming\_strategy, которыйпринимает:

* **pre-defined "short names"** for the out-of-the-box implementations (“default”, “jpa”, “legacy-hbm”, “legacy-jpa”);
* **reference to a class** that implements the org.hibernate.boot.model.naming.ImplicitNamingStrategy contract;
* **FQN of a class** that implements the org.hibernate.boot.model.naming.ImplicitNamingStrategy contract.

1. Используя метод org.hibernate.boot.MetadataBuilder#applyImplicitNamingStrategy (uses by applications or integrations).

Способы задания PhysicalNamingStrategy:

1. Через свойство конфигурации hibernate.physical\_naming\_strategy, который принимает:

* **reference to a class** that implements the org.hibernate.boot.model.naming.PhysicalNamingStrategy contract;
* **FQN of a class** that implements the org.hibernate.boot.model.naming. PhysicalNamingStrategy contract.

1. Используя метод org.hibernate.boot.MetadataBuilder#applyPhysicalNamingStrategy (uses by applications or integrations)

Для конвертирования имен сущностей и их атрибутов в имена таблиц и их полей, которые должны соответсвовать определенной конвенции именования – используйте реализацию PhysicalNamingStrategy,так как она работает с логическими именами, которые могут быть заданы как явно, так и неявно.

# SQL QUOTEDIDENTIFIERS

Если в качестве параметре используется ключевое слово, то такие значения необходимо экранировать:

1. Hibernate: @Column(name=”`name`”).
2. JPA: @Column(name=”\”name\””).

Можно установить глобальное экранирование через свойство

<property

name="hibernate.globally\_quoted\_identifiers"

value="true"

/>

# ASSOCIATIONS

Четыре типа ассоциации:

1. ManyToOne.
2. OneToMany.
3. OneToOne.
4. ManyToMany.

# ManyToOne

**@ManyToOne** is the most common association, having a direct equivalent in the relational database as well (e.g. foreign key)

В БД реализуется через две таблицы (соединение по внешнему ключу).

В классах реализуется через аннотацию:

@JoinColumn(name = "person\_id",foreignKey = @ForeignKey(name = "PERSON\_ID\_FK")

в классе, предстовляющем множественную чторону отношения.

# OneToMany

Отношение OneToManyможет быть реализовано в двух вариантах:

1. **Unidirectional** – соответсвующие аннотации расположены только на стороне одиночного отношения.
2. **Bidirectional** – соответсвующие аннотации расположены на обеих сторонах отношения.

В бдUnidirectionalOneToManyотношение реализуется через дополнительную таблицу.

Параметры аннотации OneToMany:

1. **Cascade** – указывает, какие операции распространятся на другую сторону отношения.
2. **OrphanRemoval –** при значении **true**, если на стороне одиночного отношения удаляется ссылка на сущность со стороны множественного отношения, то эта сущность также будет удалена из БД, в противном случае будет удалена только само отношение сущностей.

При **unidirectionalOneToMany**отношении, когда на стороне одиночного отношения происходит удаление дочернего элемента из коллекции, то Hibernateделает это не эффективно – сначала удаляются все записи с ID родительского элемента, а потом вставляются все те, которые остались в коллекции.

**BiderectuioanlOneToMany**отношение требует наличие **ManyToOne**отношения на дочерней стороне. На стороне БД реализуется двумя таблицами (соединение по внешнему ключу).

Every bidirectional association must have one owning side only (the child side), the other one being referred to as the inverse (or the mappedBy) side.

Whenever a bidirectional association is formed, the application developer must make sure both sides are in-sync at all times (Черездополнительныеутилитныеметоды).

# OneToOne

Отношение OneToOneтакжеможет быть реализовано в двух вариантах:

1. **Unidirectional** – соответсвующие аннотации расположены только на стороне одиночного отношения.
2. **Bidirectional** – соответсвующие аннотации расположены на обеих сторонах отношения.

When using a bidirectional @OneToOne association, Hibernate enforces the unique constraint upon fetching the child-side. If there are more than one children associated with the same parent, Hibernate will throw aorg.hibernate.exception.ConstraintViolationException.

**Bidirectional @OneToOne lazy association**

Although you might annotate the parent-side association to be fetched lazily, Hibernate cannot honor this request since it cannot know whether the association is null or not.

The only way to figure out whether there is an associated record on the child side is to fetch the child association using a secondary query. Because this can lead to N+1 query issues, it’s much more efficient to use unidirectional @OneToOne associations with the @MapsId annotation in place.

However, if you really need to use a bidirectional association and want to make sure that this is always going to be fetched lazily, then you need to enable lazy state initialization bytecode enhancement and use the [@LazyToOne](https://docs.jboss.org/hibernate/orm/5.4/javadocs/org/hibernate/annotations/LazyToOne.html) annotation as well.

# ManyToMany

Отношение ManyToManyтакжеможет быть реализовано в двух вариантах:

1. **Unidirectional** – соответсвующие аннотации расположены только на стороне одиночного отношения.
2. **Bidirectional** – соответсвующие аннотации расположены на обеих сторонах отношения.

The @ManyToMany association requires a link table that joins two entities.

В отличии от bidirectionalOneToMany, bidirectionalManyToManyне позволяет оптимизировать удаление дочерней записи из коллекции, содержащейся в родительское entity. Будет происходить удаление всех записей из промежуточной таблицы и повторная вставка всех записей, кроме удаленной. Для преодоления этого ограничения необходимо заменить отношение ManyToManyна два bidirectionalOneToMany.

# ManyToOne + Any

The @Any mapping is useful to emulate a unidirectional @ManyToOne association when there can be multiple target entities.Т.е. полеможетбытьзаданородительскимклассомилиинтерфейсом, ассылатьсянаегопотомков.

# ManyToAny

While the @Any mapping is useful to emulate a @ManyToOne association when there can be multiple target entities, to emulate a @OneToMany association, the @ManyToAny annotation must be used.

# ManyToOne + JoinFormula

The [@JoinFormula](https://docs.jboss.org/hibernate/orm/5.4/javadocs/org/hibernate/annotations/JoinFormula.html) annotation is used to customize the join between a child Foreign Key and a parent row Primary Key.*The formula has to be a valid SQL fragment*.

# ManyToOne + JoinColumnOrFormula

The [@JoinColumnOrFormula](https://docs.jboss.org/hibernate/orm/5.4/javadocs/org/hibernate/annotations/JoinColumnOrFormula.html) annotation is used to customize the join between a child Foreign Key and a parent row Primary Key when we need to take into consideration a column value as well as a @JoinFormula.

# COLLECTIONS

Persistent collection can contain:

* Basic types;
* Custom types;
* Embeddables;
* Referencestootherentities.

Hibernate uses its own collection implementations, which are, enriched with lazy-loading, caching or state change detection semantics. For this reason, persistent collections must be declared as an interface type. The actual interface might be:

* java.util.Collection;
* java.util.List;
* java.util.Set;
* java.util.Map;
* java.util.SortedSet;
* java.util.SortedMap;
* implementation of org.hibernate.usertype.UserCollectionType.

The persistent collections injected by Hibernate behave like ArrayList, HashSet, TreeSet, HashMap or TreeMap, depending on the interface type.

Value and embeddable type collections have a similar behavior to basic types since they are automatically persisted when referenced by a persistent object and automatically deleted when unreferenced.

Two entities cannot share a reference to the same collection instance.

Collection-valued properties do not support null value semantics because Hibernate does not distinguish between a null collection reference and an empty collection.

# Collections of value types

Collections of value type include basic and embeddable types. Collections cannot be nested, and, when used in collections, embeddable types are not allowed to define other collections.

For collections of value types, JPA 2.0 defines the **@ElementCollection** annotation.

The lifecycle of the value-type collection is entirely controlled by its owning entity.

При удалении элемента из коллекции, происходит удаление всех записей из соответствующей таблицы и повторная вставка всех оставшихся. Одним из способов решения этой проблемы может быть аннотация **@OrderColumn**, которая добавляет дополнительное поле в таблицу коллекции.

The **@OrderColumn** column works best when removing from the tail of the collection, as it only requires a single delete statement. Removing from the head or the middle of the collection requires deleting the extra elements and updating the remaining ones to preserve element order.

# Collections of entities

Entity collections can be devised into two main categories:

* Unidirectional;
* Bidirectional.

Bidirectional associations are more tricky since, even if sides need to be in-sync at all times, only one side is responsible for managing the association.

A bidirectional association has:

* an *owning* side;
* an *inverse (mappedBy)* side.

Categorizing entity collections by the underlying collection type:

* bags;
* indexed lists;
* sets;
* sorted sets;
* maps;
* sorted maps;
* arrays.

# Bags

Bags are unordered lists, and we can have unidirectional bags or bidirectional ones.

**Unidirectional bags**

The unidirectional bag is mapped using a single **@OneToMany** annotation on the parent side of the association. Behind the scenes, Hibernate requires an association table to manage the parent-child relationship.

Just like value type collections, unidirectional bags are not as efficient when it comes to modifying the collection structure (removing or reshuffling elements).

Because the parent-side cannot uniquely identify each individual child, Hibernate deletes all link table rows associated with the parent entity and re-adds the remaining ones that are found in the current collection state.

**Bidirectional bags**

The bidirectional bag is the most common type of entity collection. The **@ManyToOne** side is the owning side of the bidirectional bag association, while the **@OneToMany** is the inverse side, being marked with the **mappedBy** attribute.

# Ordered lists

Bags don’t retain element order. To preserve the collection element order, there are two possibilities:

* **@OrderBy** - the collection is ordered upon retrieval using a child entity property;
* **@OrderColumn** - the collection uses a dedicated order column in the collection link table.

The **@OrderBy** annotation can take multiple entity properties, and each property can take an ordering direction too (e.g. @OrderBy("name ASC, type DESC")).

If no property is specified (e.g. @OrderBy), the primary key of the child entity table is used for ordering.

**@OrderColumn** - You can customize the ordinal of the underlying ordered list by using the [**@ListIndexBase**](https://docs.jboss.org/hibernate/orm/5.4/javadocs/org/hibernate/annotations/ListIndexBase.html) annotation.

**@OrderBy -** While the JPA [@OrderBy](https://javaee.github.io/javaee-spec/javadocs/javax/persistence/OrderBy.html) annotation allows you to specify the entity attributes used for sorting when fetching the current annotated collection, the Hibernate specific [@OrderBy](https://docs.jboss.org/hibernate/orm/5.4/javadocs/org/hibernate/annotations/OrderBy.html) annotation is used to specify a **SQL** clause instead.

# Sets

Hibernate supports both the unordered Set and the natural-ordering SortedSet.

When using Sets, it’s very important to supply proper equals/hashCode implementations for child entities.

In the absence of a custom equals/hashCode implementation logic, Hibernate will use the default Java reference-based object equality which might render unexpected results when mixing detached and managed object instances.

**SortedSets:**

* **@SortComparator** specifies comparator class which implements **Comparator** interface;
* **@SortNatural** uses sorting with **Comparable** interface implemented by entity.

**@SortComparator** and **@SortNatural** performs in-memory sorting for Set and Map. Their functions are different from**@OrderBy** because it is applied during SQL SELECT.

# Maps

Hibernate allows using the following map keys:

* **MapKeyColumn** - for value type maps, the map key is a column in the link table that defines the grouping logic;
* **MapKey** - the map key is either the primary key or another property of the entity stored as a map entry value;
* **MapKeyEnumerated** - the map key is an Enum of the target child entity;
* **MapKeyTemporal** - the map key is a Date or a Calendar of the target child entity;
* **MapKeyJoinColumn** - the map key is an entity mapped as an association in the child entity that’s stored as a map entry key.

Additional information for understanding maps keys - <https://www.baeldung.com/hibernate-persisting-maps>

При рассмотрении отношения между Entityи содержащейся в ней мапе следуют понимать это отношение, как отношение Entity кзначению мапы. Если значание имеет value тип, то используем **@ElementCollection**, если Entityтип, то One/ManyToManyаннотацию (Моезамечание).

A map of value type must use the **@ElementCollection** annotation.

Entity with a map of entity type can have unidirectional and bidirectional associations.Вкачествеключакартыможетвыступать Interface.

# Arrays

Hibernate does support the mapping of arrays in the Java domain model - conceptually the same **as mapping a List**. However, it is important to realize that it is impossible for Hibernate to offer lazy-loading for arrays of entities and, for this reason, it is strongly recommended to map a "collection" of entities using a List rather than an array.

Additional information - <https://thorben-janssen.com/mapping-arrays-with-hibernate/>

You can persist array as binary.

# Collection as basic value type

Collections not marked as @**ElementCollection**, **OneToMany**, **ManyTOMany**require a custom Hibernate Type and the collection elements must be stored in a single database column.

# Custom collection type

You can implement your own type of collections. Queue for example.

# NATURAL IDS

В качестве NaturalIDможно использовать:

1. Одиночное поле Entity.
2. Embeddable class.
3. Составное поле.

ПризагрузкеentityпоnaturalIDформируется два запроса, сначала находится IDкласса по NaturalID, потом сам класс по найденному ID. Однако если будут созданы необходимые индексы, проблем с производительностью не будет. К тому же для naturalIDможно использовать Cahing (@NaturalIdCache для entity).

Для получения entity с помощью класса NaturalIdLoadAccess существует два метода:

* **load()** - obtains a reference to the entity, making sure that the entity state is initialized.
* **getReference() -** obtains a reference to the entity. The state may or may not be initialized. If the entity is already associated with the current running Session, that reference (loaded or not) is returned. If the entity is not loaded in the current Session and the entity supports proxy generation, an uninitialized proxy is generated and returned, otherwise the entity is loaded from the database and returned.

Для обозначения naturalIdиспользуется аннотация @NaturalId. Данная аннотация имеет параметр **mutable**, со значение по умолчанию – false (Можно настроить оптимизацию исполнения).

# DYNAMIC MODEL

Hibernate позволяет сохранять объект в базу, имея лишь его описание в конфигурационном файле, наличие самого класса не требуется. Может применяться для прототипирования.

# INHERITANCE

Although relational database systems don’t provide support for inheritance, Hibernate provides several strategies to leverage this object-oriented trait onto domain model entities:

**MappedSuperclass** - Inheritance is implemented in the domain model only without reflecting it in the database schema.

Because the @MappedSuperclass inheritance model is not mirrored at the database level, it’s not possible to use polymorphic queries referencing the @MappedSuperclass when fetching persistent objects by their base class.

**Singletable** - The domain model class hierarchy is materialized into a single table which contains entities belonging to different class types.

When omitting an explicit inheritance strategy (e.g. @Inheritance), JPA will choose the SINGLE\_TABLE strategy by default.

Version and id properties are assumed to be inherited from the root class.

**Discriminator**

Each subclass in a hierarchy must define a unique discriminator value, which is used to differentiate between rows belonging to separate subclass types. If this is not specified, the DTYPE column is used as a discriminator, storing the associated subclass name.

The discriminator column contains marker values that tell the persistence layer what subclass to instantiate for a particular row. Hibernate Core supports the following restricted set of types as discriminator column: String, char, int, byte, short, boolean(including yes\_no, true\_false).

Among all other inheritance alternatives, the single table strategy performs the best since it requires access to one table only. Because all subclass columns are stored in a single table, it’s not possible to use NOT NULL constraints anymore, so integrity checks must be moved either into the data access layer or enforced through CHECK or TRIGGER constraints.

**Joinedtable** - The base class and all the subclasses have their own database tables and fetching a subclass entity requires a join with the parent table as well.

**Table per class** - Each subclass has its own table containing both the subclass and the base class properties.A requirement for all child objects of the same parent entity is that they have unique IDs among them(?).

**Polymorphic Queries**

By default, when you query a base class entity, the polymorphic query will fetch all subclasses belonging to the base type.

However, you can even query **interfaces or base classes that don’t belong to the JPA entity inheritance model**.

When we query against the superclass orinterface, Hibernate is going to fetch only the entities that are either mapped with @Polymorphism(type = PolymorphismType.IMPLICIT) or they are not annotated at all with the @Polymorphism annotation (implying the IMPLICIT behavior).

# IMMUTABILITY

Хорошей практикой является пометка неизменяемых Entitiesи Collections как **@Immutable**. Это позволяет Hibernateпроводить определенные оптимизации.

При попытке изменить:

* **Immutableentity** -запрос на обновление будет проигнорирован;
* **Immutablecollection** -будет выброшено исключение.

# BOOTSTRAP

We can interfere with the process of bootstrapping via:

1. Native bootstrapping.
2. JPA bootstrapping.

# SCHEMA GENERATION

Hibernate allows you to generate the database from the entity mappings.

* To customize the schema generation process, the hibernate.hbm2ddl.import\_files configuration property must be used to provide other scripts files that Hibernate can use when the SessionFactory is started.

<propertyname="hibernate.hbm2ddl.import\_files"

value="schema-generation.sql" />

* Hibernate allows you to customize the schema generation process via the HBM database-object element.

<?xml version="1.0"?>

<!DOCTYPE hibernate-mapping PUBLIC

"-//Hibernate/Hibernate Mapping DTD 3.0//EN"

"http://www.hibernate.org/dtd/hibernate-mapping-3.0.dtd" >

<hibernate-mapping>

**<database-object>**

**<create>**

**CREATE OR REPLACE FUNCTION sp\_count\_books(**

**IN authorId bigint,**

**OUT bookCount bigint)**

**RETURNS bigint AS**

**$BODY$**

**BEGIN**

**SELECT COUNT(\*) INTO bookCount**

**FROM book**

**WHERE author\_id = authorId;**

**END;**

**$BODY$**

**LANGUAGE plpgsql;**

**</create>**

**<drop></drop>**

**<dialect-scope name="org.hibernate.dialect.PostgreSQL95Dialect" />**

**</database-object>**

</hibernate-mapping>

* Hibernate offers the **@Check** annotation so that you can specify an arbitrary SQL CHECK constraint which can be defined as follows:

@Entity(name = "Book")

**@Check(constraints = "CASE WHEN isbn IS NOT NULL THEN LENGTH(isbn) = 13 ELSE true END")**

public static class Book {

* With Hibernate, you can specify a default value for a given database column using the [**@ColumnDefault**](https://docs.jboss.org/hibernate/orm/5.4/javadocs/org/hibernate/annotations/ColumnDefault.html) annotation;

**@ColumnDefault("'N/A'")**

private String name;

* The [**@UniqueConstraint**](https://javaee.github.io/javaee-spec/javadocs/javax/persistence/UniqueConstraint.html) annotation is used to specify a unique constraint to be included by the automated schema generator for the primary or secondary table associated with the current annotated entity;

@Entity

@Table(

name = "book",

**uniqueConstraints = @UniqueConstraint(**

**name = "uk\_book\_title\_author",**

**columnNames = {**

**"title",**

**"author\_id"**

**}**

**)**

)

public static class Book {

* The [**@Index**](https://javaee.github.io/javaee-spec/javadocs/javax/persistence/Index.html) annotation is used by the automated schema generation tool to create a database index.

@Entity

@Table(

name = "author",

**indexes = @Index(**

**name = "idx\_author\_first\_last\_name",**

**columnList = "first\_name, last\_name",**

**unique = false**

**)**

)

public static class Author {

# PERSISTENCE CONTEXT

Persistent data has states:

**Transient -** the entity has just been instantiated and is not associated with a persistence context. It has no persistent representation in the database and typically no identifier value has been assigned (unless the *assigned* generator was used).

**Mmanaged or persistent -** the entity has an associated identifier and is associated with a persistence context. It may or may not physically exist in the database yet.

**Detached -** the entity has an associated identifier but is no longer associated with a persistence context (usually because the persistence context was closed or the instance was evicted from the context)

**Removed -** the entity has an associated identifier and is associated with a persistence context, however, it is scheduled for removal from the database.

**Accessing Hibernate APIs from JPA:**

Session session = entityManager.unwrap( Session.class );

SessionImplementor sessionImplementor = entityManager.unwrap( SessionImplementor.class );

SessionFactory sessionFactory = entityManager.getEntityManagerFactory().unwrap( SessionFactory.class );

# BYTECODE ENHANCEMENT

Hiberanteвключаетвсебямеханизм “BYTECODEENHANCEMENT”, который позволяет вносить изменения в байт код классов. Так, например, при стандартной проверке на изменение аттрибутов entitites используется механизм “Dirty checking”. При загрузке entityв контексте происходит запоминание состояния, а при выполнении операции flush() производится сравнение текущего состояния с сохраненным. Но при такой схеме приходится сравнивать и хранить состояния для всех entities контекста. Если же использовать “Bytecodeenhancement”, то при компиляции entitiesпроисходит добавление в классы дополнительного кода, который сам будет отслеживать изменения в сущности и, при необходимости, сообщать об этом.

Hibernate supports the enhancement of an application Java domain model for the purpose of adding various persistence-related capabilities directly into the class:

1. Lazyattributeloading (Позволяетвыполнятьlazyloadingдажедлябазовыхтипов (неточно, надоуточнять)).
2. In-line dirty tracking.
3. Bidirectionalassociationmanagement (При инициализации этого свойства, будет проводится автоматическая синхронизация связанных сущностей при установке свойства только для одной из entitites, helperметоды не нужны).

To enable runtime enhancement, specify one of the following configuration properties:

**hibernate.enhancer.enableDirtyTracking** (e.g. true or false (default value)) -

Enable dirty tracking feature in runtime bytecode enhancement.

**hibernate.enhancer.enableLazyInitialization** (e.g. true or false (default value))

Enable lazy loading feature in runtime bytecode enhancement. This way, even basic types (e.g. @Basic(fetch = FetchType.LAZY)) can be fetched lazily.

**hibernate.enhancer.enableAssociationManagement** (e.g. true or false (default value))

Enable association management feature in runtime bytecode enhancement which automatically synchronizes a bidirectional association when only one side is changed.

Hibernate provides a Maven plugin capable of providing build-time enhancement of the domain model as they are compiled as part of a Maven build (**hibernate-enhance-maven-plugin**).

# MAKING ENTITIES PERSISTENT

Once you’ve created a new entity instance (using the standard new operator) it is in new state. You can make it persistent by associating it to either an org.hibernate.Session or a javax.persistence.EntityManager:

1. EntityManager.**persist()**.
2. Session.**save()**.

# DELETINGENTITIES

Entities can also be deleted:

1. EntityManager.**remove()**.
2. Session.**delete()**.

Hibernate itself can handle deleting entities in detached state. JPA, however, disallows this behavior (?).

# OBTAINING AN ENTITY REFERENCE WITHOUT INITIALIZING ITS DATA

Sometimes referred to as lazy loading, the ability to obtain a reference to an entity without having to load its data is hugely important. The most common case being the need to create an association between an entity and another existing entity:

1. EntityManager.getReference().
2. Session.load().

Unless the entity class is declared final, the proxy extends the entity class. If the entity class is final, the proxy will implement an interface instead.

# OBTAINING AN ENTITY REFERENCE WITH INITIALIZING ITS DATA

It is also quite common to want to obtain an entity along with its data:

1. EntityManager.find().
2. Session.get(), session.byId(Some.class).load(someId), session.byId(Some.class).loadOptional(someId).

# OBTAINMULTIPLEENTITIESBYTHEIRIDENTIFIERS

(Hibernate only!) While the JPA standard does not support retrieving multiple entities at once, other than running a JPQL or Criteria API query, Hibernate offers this functionality via the [**byMultipleIds** method](https://docs.jboss.org/hibernate/orm/5.4/javadocs/org/hibernate/Session.html#byMultipleIds-java.lang.Class-) of the Hibernate Session.

# FILTERING ENTITIES AND ASSOCIATIONS

Hibernate offers two options if you want to filter entities or entity associations:

* **Static** (**@Where**,**@WhereJoinTable**) - which are defined at mapping time and cannot change at runtime.
* **Dynamic** (**@Filter**,**@FilterJoinTable**) - which are applied and configured at runtime.

При статической фильтрации условие фильтра задается на этапе комиляции, при динамической – в рантайме можно задавать значения параметров фильтров.

**@WhereJoinTable**и**@FilterJoinTable**используются в случаях, когда для организации связи используется jointable.

# MODIFYINGMANAGED/PERSISTENTSTATE

Entities in managed/persistent state may be manipulated by the application, and any changes will be automatically detected and persisted when the persistence context is flushed. There is no need to call a particular method to make your modifications persistent.

By default, when you modify an entity, all columns but the identifier are being set during update.The default UPDATE statement containing all columns has two advantages:

* It allows you to better benefit from JDBC Statement caching.
* It allows you to enable batch updates even if multiple entities modify different properties.

The dynamic update allows you to set just the columns that were modified in the associated entity. To enable dynamic updates, you need to annotate the entity with the **@DynamicUpdate** annotation.

# REFRESH ENTITY STATE

**Refresh()** method allow to refresh entity state.

One case where this is useful is when it is known that the database state has changed since the data was read. Refreshing allows the current database state to be pulled into the entity instance and the persistence context.

Another case where this might be useful is when database triggers are used to initialize some of the properties of the entity.

Only the entity instance and its value type collections are refreshed unless you specify REFRESH as a cascade style of any associations. However, please note that Hibernate has the capability to handle this automatically through its notion of generated properties.

# WORKING WITH DETACHED DATA

# Reattaching detached data

**Reattachment** is the process of taking an incoming entity instance that is in the detached state and re-associating it with the current persistence context. JPA does not support reattaching detached data.

* Reattaching a detached entity using lock – **session.lock(person, LockMode.NONE)**;
* Reattaching a detached entity using saveOrUpdate - **session.saveOrUpdate(person)**;

# Merging detached data

**Merging** is the process of taking an incoming entity instance that is in the detached state and copying its data over onto a new managed instance.

Although not exactly per se, the following example is a good visualization of the merge operation internals.

public Person merge(Person detached) {

Person newReference = session.byId(Person.class)

.load(detached.getId());

newReference.setName(detached.getName());

return newReference;

}

Hibernate throws IllegalStateException when merging a parent entity which has references to 2 detached child entities child1 and child2 (obtained from different sessions), and child1 and child2 represent the same persistent entity, Child.

A new configuration property, **hibernate.event.merge.entity\_copy\_observer**, controls how Hibernate will respond when multiple representations of the same persistent entity ("entity copy") is detected while merging.

The possible values are:

* **disallow (the default)** - throws IllegalStateException if an entity copy is detected
* **allow** - performs the merge operation on each entity copy that is detected
* **log** - (provided for testing only) performs the merge operation on each entity copy that is detected and logs information about the entity copies. This setting requires DEBUG logging be enabled for org.hibernate.event.internal.EntityCopyAllowedLoggedObserver
* **custom implementation …**

**Описанное выше поведение в зависимости от установленного значения свойства hibernate.event.merge.entity\_copy\_observerи ситуации может привести к потере данных! (Смотри дополнительную информацию в официальной доке).**

# CHECKING PERSISTENT STATE

Checking persistent state:

JPA, Hibernate:

**contains(entity);**

Checking laziness:

JPA:

PersistenceUnitUtil persistenceUnitUtil = entityManager.getEntityManagerFactory().getPersistenceUnitUtil();

boolean personInitialized =

persistenceUnitUtil.**isLoaded**(person);

boolean personBooksInitialized = persistenceUnitUtil.**isLoaded**(person.getBooks());

boolean personNameInitialized =

persistenceUnitUtil.**isLoaded**(person, "name");

или аналогичные методы класса PersistenceUtil persistenceUnitUtil = Persistence.getPersistenceUtil();

Hibernate:

boolean personInitialized =

Hibernate.**isInitialized**(person);

boolean personBooksInitialized =

Hibernate.**isInitialized**(person.getBooks());

boolean personNameInitialized =

Hibernate.**isPropertyInitialized**(person, "name");

# EVICTING ENTITIES

When the flush() method is called, the state of the entity is synchronized with the database. If you do not want this synchronization to occur, or if you are processing a huge number of objects and need to manage memory efficiently,

**evict()**– hibernate;

**detach()**– JPA;

methods can be used to remove the object and its collections from the first-level cache.

# CASCADING ENTITY STATE TRANSITIONS

JPA allows you to propagate the state transition from a parent entity to a child. For this purpose, the JPA javax.persistence.CascadeType defines various cascade types:

* **ALL**
* **PERSIST** - allows us to persist a child entity along with the parent one.
* **MERGE** - allows us to merge a child entity along with the parent one.
* **REMOVE** - allows us to remove a child entity along with the parent one.
* **REFRESH** - is used to propagate the refresh operation from a parent entity to a child. The refresh operation will discard the current entity state, and it will override it using the one loaded from the database.
* **DETACH** - is used to propagate the detach operation from a parent entity to a child.

Additionally, the CascadeType.ALL will propagate any Hibernate-specific operation, which is defined by the org.hibernate.annotations.CascadeType enum:

* **SAVE\_UPDATE** -
* **REPLICATE** - is to replicate both the parent and the child entities. The replicate operation allows you to synchronize entities coming from different sources of data.
* **LOCK** - allows us to reattach a parent entity along with its children to the currently running Persistence Context.

# @OnDelete CASCADE

While the previous cascade types propagate entity state transitions, the **@OnDelete** cascade is a DDL-level FK feature which allows you to remove a child record whenever the parent row is deleted.

# FLUSHING

**Flushing** is the process of synchronizing the state of the persistence context with the underlying database.

The flushing strategy is given by the [flushMode](https://docs.jboss.org/hibernate/orm/5.4/javadocs/org/hibernate/Session.html#getFlushMode--):

* **AUTO -** This is the default mode, and it flushes the Session only if necessary.
* **COMMIT -** The Session tries to delay the flush until the current Transaction is committed, although it might flush prematurely too.

Hibernate supports additional strategies:

* **ALWAYS** - Flushes the Session before every query.
* **MANUAL** - The Session flushing is delegated to the application, which must call Session.flush() explicitly in order to apply the persistence context changes.

# DATABASE ACCESS

How to connect to your database so that it may connect on behalf of your application? This is ultimately the function of the **org.hibernate.engine.jdbc.connections.spi.ConnectionProvider** interface. Hibernate provides some out of the box implementations of this interface.

Applications should not have to configure a ConnectionProvider explicitly if using one of the Hibernate-provided implementations. Hibernate will internally determine which ConnectionProvider to use based on the following algorithm:

1. If hibernate.connection.provider\_class is set, it takes precedence
2. else if hibernate.connection.datasource is set → [Using DataSources](https://docs.jboss.org/hibernate/orm/5.4/userguide/html_single/Hibernate_User_Guide.html#database-connectionprovider-datasource)
3. else if any setting prefixed by hibernate.c3p0. is set → [Using c3p0](https://docs.jboss.org/hibernate/orm/5.4/userguide/html_single/Hibernate_User_Guide.html#database-connectionprovider-c3p0)
4. else if any setting prefixed by hibernate.proxool. is set → [Using Proxool](https://docs.jboss.org/hibernate/orm/5.4/userguide/html_single/Hibernate_User_Guide.html#database-connectionprovider-proxool)
5. else if any setting prefixed by hibernate.hikari. is set → [Using HikariCP](https://docs.jboss.org/hibernate/orm/5.4/userguide/html_single/Hibernate_User_Guide.html#database-connectionprovider-hikari)
6. else if any setting prefixed by hibernate.vibur. is set → [Using Vibur DBCP](https://docs.jboss.org/hibernate/orm/5.4/userguide/html_single/Hibernate_User_Guide.html#database-connectionprovider-vibur)
7. else if any setting prefixed by hibernate.agroal. is set → [Using Agroal](https://docs.jboss.org/hibernate/orm/5.4/userguide/html_single/Hibernate_User_Guide.html#database-connectionprovider-agroal)
8. else if hibernate.connection.url is set → [Using Hibernate’s built-in (and unsupported) pooling](https://docs.jboss.org/hibernate/orm/5.4/userguide/html_single/Hibernate_User_Guide.html#database-connectionprovider-drivermanager)
9. else → [User-provided Connections](https://docs.jboss.org/hibernate/orm/5.4/userguide/html_single/Hibernate_User_Guide.html#database-connectionprovider-provided)

# ConnectionProvider support for transaction isolation setting

All of the provided ConnectionProvider implementations, other than DataSourceConnectionProvider, support consistent setting of transaction isolation for all Connections obtained from the underlying pool. The value for **hibernate.connection.isolation** can be specified in one of 3 formats:

1. The integer value accepted at the JDBC level.
2. The name of the java.sql.Connection constant field representing the isolation you would like to use. For example, TRANSACTION\_REPEATABLE\_READ for [java.sql.Connection#TRANSACTION\_REPEATABLE\_READ](https://docs.oracle.com/javase/8/docs/api/java/sql/Connection.html#TRANSACTION_REPEATABLE_READ). Not that this is only supported for JDBC standard isolation levels, not for isolation levels specific to a particular JDBC driver.
3. A short-name version of the java.sql.Connection constant field without the TRANSACTION\_ prefix. For example, REPEATABLE\_READ for [java.sql.Connection#TRANSACTION\_REPEATABLE\_READ](https://docs.oracle.com/javase/8/docs/api/java/sql/Connection.html#TRANSACTION_REPEATABLE_READ). Again, this is only supported for JDBC standard isolation levels, not for isolation levels specific to a particular JDBC driver.

The SQL standard defines four Isolation levels:

* **READ\_UNCOMMITTED** (no lock on a table);
* **READ\_COMMITTED** (lock on commited data);
* **REPEATABLE\_READ** (lock on block of sql (which is selected by using select query));
* **SERIALIZABLE** (lock on a full table(on which Select query is fired)).

|  |  |  |  |
| --- | --- | --- | --- |
| **Isolation Level** | **Dirty read** | **Non-repeatable read** | **Phantom read** |
| READ\_UNCOMMITTED | allowed | allowed | allowed |
| READ\_COMMITTED | prevented | allowed | allowed |
| REPEATABLE\_READ | prevented | prevented | allowed |
| SERIALIZABLE | prevented | prevented | Prevented |

![Dirty Read](data:image/gif;base64,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)

Dirty read
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Not-repeatable read
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Phantom read

**Transaction isolation (additional read):**

1. <https://vladmihalcea.com/a-beginners-guide-to-transaction-isolation-levels-in-enterprise-java/>
2. <https://vladmihalcea.com/a-beginners-guide-to-acid-and-database-transactions/>
3. <https://stackoverflow.com/questions/16162357/transaction-isolation-levels-relation-with-locks-on-table>
4. An explanation of isolation levels locks - <https://retool.com/blog/isolation-levels-and-locking-in-relational-databases/>

# Connection handling

The connection handling mode is defined by the [PhysicalConnectionHandlingMode](https://docs.jboss.org/hibernate/orm/5.4/javadocs/org/hibernate/resource/jdbc/spi/PhysicalConnectionHandlingMode.html) enumeration which provides the following strategies:

1. **IMMEDIATE\_ACQUISITION\_AND\_HOLD** - the Connection will be acquired as soon as the Session is opened and held until the Session is closed.
2. **DELAYED\_ACQUISITION\_AND\_HOLD** - the Connection will be acquired as soon as it is needed and then held until the Session is closed.
3. **DELAYED\_ACQUISITION\_AND\_RELEASE\_AFTER\_STATEMENT** - the Connection will be acquired as soon as it is needed and will be released after each statement is executed.
4. **DELAYED\_ACQUISITION\_AND\_RELEASE\_AFTER\_TRANSACTION** - the Connection will be acquired as soon as it is needed and will be released after each transaction is completed.

**hibernate.connection.handling\_mode** - the hibernate configure property forsettingconnection handling mode.

# Transaction type and connection handling

By default, the connection handling mode is given by the underlying transaction coordinator.There are two types of transactions:

1. **RESOURCE\_LOCAL(Transactions are managed by an application)**.
2. **JTA(Transactions are managed by an application server)**.

JPA implementations have the choice of managing transactions themselves (RESOURCE\_LOCAL), or having them managed by the application server's JTA implementation.

In most cases, RESOURCE\_LOCAL is fine. This would use basic JDBC-level transactions. The downside is that the transaction is local to the JPA persistence unit, so if you want a transaction that spans multiple persistence units (or other databases), then RESOURCE\_LOCAL may not be good enough.

JTA is also used for managing transactions across systems like JMS and JCA, but that's fairly exotic usage for most of us.To use JTA, you need support for it in your application server, and also support from the JDBC driver.

Read to understand!!! - (<https://stackoverflow.com/questions/1962525/persistence-unit-as-resource-local-or-jta>)

For RESOURCE\_LOCAL transactions, the connection handling mode is DELAYED\_ACQUISITION\_AND\_RELEASE\_AFTER\_TRANSACTION meaning that the database connection is acquired when needed and released after the current running transaction is either committed or rolled back.

However, because Hibernate needs to make sure that the default autocommit mode is disabled on the JDBC Connection when starting a new transaction, the Connection is acquired and the autocommit mode is set to false.

# LOCKING

In a relational database, locking refers to actions taken to prevent data from changing between the time it is read and the time is used.locking strategy can be either:

**Optimistic** – optimistic locking assumes that multiple transactions can complete without affecting each other, and that therefore transactions can proceed without locking the data resources that they affect. Before committing, each transaction verifies that no other transaction has modified its data. If the check reveals conflicting modifications, the committing transaction rolls back.

**Pessimistic** - Pessimistic locking assumes that concurrent transactions will conflict with each other, and requires resources to be locked after they are read and only unlocked after the application has finished using the data.

Concurrency modes (optimistic and pesimistic locks) is additional level of security over isolation levels (?).

* <https://stackoverflow.com/questions/22646226/how-are-locking-mechanisms-pessimistic-optimistic-related-to-database-transact>
* <https://apacheignite.readme.io/docs/concurrency-modes-and-isolation-levels>

# Optimistic locking (OL)

OLguarantees some isolation, but scales well and works particularly well in *read-often-write-sometimes* situations.Hibernate provides two different mechanisms for storing versioning information:

* **Dedicated version number;**
* **Timestamp.**

A version or timestamp property can never be null for a detached instance. Hibernate detects any instance with a null version or timestamp as transient, regardless of other unsaved-value strategies that you specify. Declaring a nullable version or timestamp property is an easy way to avoid problems with transitive reattachment in Hibernate, especially useful if you use assigned identifiers or composite keys. (Unsaved-value strategy - <https://stackoverflow.com/questions/8769308/what-is-the-need-for-an-unsaved-value-attribute-in-hibernate>)

To enable optimistic locking simply add the **javax.persistence.Version** to the persistent attribute that defines the optimistic locking value.

**JPA**:

* **int** or **Integer**;
* **short** or **Short**;
* **long** or **Long**;
* **java.sql.Timestamp**.

**Hibernate**:

* Java 8 Date/Time types, such as **Instant.**

Your application is forbidden from altering the version number set by Hibernate. To artificially increase the version number, see the documentation for properties:

* **LockModeType.OPTIMISTIC\_FORCE\_INCREMENT** or
* **LockModeType.PESSIMISTIC\_FORCE\_INCREMENT**

check in the Hibernate Entity Manager reference documentation.

If the version number is generated by the database, such as a trigger, use the annotation **@org.hibernate.annotations.Generated(GenerationTime.ALWAYS)** on the version attribute.

An application is forbidden from altering the version number set by Hibernate. To artificially increase the version number, use:

* **LockModeType.OPTIMISTIC\_FORCE\_INCREMENT**
* **LockModeType.PESSIMISTIC\_FORCE\_INCREMENT**

По умолчанию измение любого свойства entityприводит к изменению версии. Что изменение свойства не вызывало изменение версии используется аннотация **@OptimisticLock(excluded = true)**.

**Timestamp**

Timestamps are a less reliable way of optimistic locking than version numbers but can be used by applications for other purposes as well. Timestamping is automatically used if you the @Version annotation on a Date or Calendar property type.

Hibernate can retrieve the timestamp value from the database or the JVM:

* **Database** - **@Source(value = SourceType.DB)**(Default).

Or**@Generated(GenerationTime.ALWAYS)**

* **JVM** - **@Source(value = SourceType.VM)**

# Pessimistic locking

# ССЫЛКИ

1. Материалдляповторения! – <https://habr.com/ru/post/265061/>
2. Differencebetween first level and second level cache in Hibernate. - <https://www.java67.com/2017/10/difference-between-first-level-and-second-level-cache-in-Hibernate.html>
3. Cool man’s tutorial - <https://vladmihalcea.com/tutorials/hibernate/>
4. [@NaturalId – A good way to persist natural IDs with Hibernate?](https://thorben-janssen.com/naturalid-good-way-persist-natural-ids-hibernate/) - <https://thorben-janssen.com/naturalid-good-way-persist-natural-ids-hibernate/>
5. Oracle docs (Developers Guide for JPA/JDO) - <https://docs.oracle.com/html/E13946_04/>.
6. Cashing - <https://habr.com/ru/post/135176/>.
7. RESOURCE\_LOCAL Vs. JTA - <https://dzone.com/articles/resource-local-vs-jta-transaction-types-and-payara>.

<https://www.red-gate.com/simple-talk/sql/database-administration/using-migration-scripts-in-database-deployments/>

<https://thorben-janssen.com/hibernate-tips-remove-entities-persistence-context/>

New links

<https://howtodoinjava.com/hibernate/hibernate-c3p0-connection-pool-configuration-tutorial/>

<https://eng.fitbit.com/instrumenting-hibernate-connection-providers/>

https://stackoverflow.com/questions/43198457/when-to-close-hibernate-session